|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
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**WRITTEN TASK FOR CHOSEN SORTING ALGORITHM IN ( C )**  
  
For part C (Sort by Delivery Date), I used the built-in List.Sort method and added my own comparer to sort by the delivery date.

**Sorting Algorithm Used:**

The built-in List.Sort uses IntroSort, which is a mix of QuickSort, HeapSort[3], and Insertion Sort.

**Time Complexities:**

* Best Case: O(n log n)
* Average Case: O(n log n)
* Worst Case: O(n log n)

**Comparison with Merge Sort and Quick Sort:**

**Merge Sort[1]:**

* Time: Always O(n log n)
* Stable, but needs O(n) extra memory.

**Quick Sort[2]:**

* Time: O(n log n) average, O(n²) worst
* Works in-place but not stable.

**Built-in Sort (IntroSort):**

* Keeps worst-case at O(n log n), like Merge Sort
* Usually faster than plain Merge Sort
* Sorts in-place like Quick Sort but avoids its worst-case**.**

**Why I Chose This One:**

* I think the built-in sort is the best option here because:
* It guarantees O(n log n) time
* It’s already optimized and tested in .NET
* It doesn’t need extra memory like Merge Sort
* It avoids the slow cases of Quick Sort
* And honestly, it’s easier and more reliable to use something that’s already built-in.

**C. WRITTEN TASK FOR PRNG CORRECTNESS AND INTRACTABILITY**

**1. Is your PRNG[4] implementation correct?**

Yes, I believe it’s correct based on these test results:

* All the numbers it generated were between 1 and 1000, like expected.
* The numbers didn’t come out sorted, either ascending or descending.
* I followed the SplitMix64 algorithm exactly as shown in the pseudocode.

**2. Is your PRNG implementation intractable?**

No, it’s not intractable. Here's why:

* The time it takes grows in a straight line with the number of random values I generate.
* The log-log graph shows a straight line with a slope around 1, which means it's linear (O(n)).
* Even when generating 1,000,000 numbers, it handled it fine without slowing down a lot.
* There’s no sign of exponential time, so the performance is predictable and practical.
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